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Name _______________________________________  ID # ___________________ 
 
 
There are 6 questions worth a total of 100 points.  Please budget your time so you get to 
all of the questions.  Keep your answers brief and to the point. 
 
The exam is closed books, closed notes, closed electronics.  Please turn off all cell 
phones, personal electronics, alarm watches, and pagers, and return your tray tables and 
seat backs to their full upright, locked positions.  Sound recording and the taking of 
photographs is prohibited. 
 
If you have a question during the exam, please raise your hand and someone will come to 
help you. 
 
There is an extra blank page at the end of the exam you can use if your answer(s) do 
not fit in the space provided.  Please indicate on the original page(s) if your answer(s) 
is(are) continued on that last page. 
 
Please wait to turn the page until everyone is told to begin. 
 
 
Score _________________ 
 
1 _______ / 16 
 
2 _______ / 8 
 
3 _______ / 32 
 
4 _______ / 12 
 
5 _______ / 16 
 
6 _______ / 16 
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Question 1. (16 points) A traditional regular expression question. 
 
A terminal command in Linux consists of a single command name followed by zero or 
more options.  For this problem, a command name is a sequence of one or more lower-
case letters.  An option consists of a single dash followed by a single lower-case letter, or 
two dashes followed by one or more lower-case letters.  A single space (only) is used to 
separate command names from any following options and to separate options from one 
another.  Examples: gcc⎵-v⎵-g and gcc⎵--version⎵-g.  In these examples, the 
⎵ character (a horizontal bracket) is used to represent a single space.  You should do the 
same in your answers. 
 
As with homework problems, you must restrict yourself to the basic regular expression 
operations covered in class and on homework assignments: rs ,  r | s ,  r* ,  r+ ,  r?, 
character classes like [a-cxy] and [^aeiou], abbreviations name=regexp, and 
parenthesized regular expressions.  No additional operations that might be found in the 
“regexp” packages in various Unix programs, scanner generators like JFlex, or language 
libraries are allowed.  Use the ⎵	character to represent a single space, as in the examples 
above. 
 
(a) (8 points) Give a regular expression (possibly with subexpressions if it makes things 
clearer) that generates all valid Linux commands according to the above rules. 
 
 
 
 
 
 
 
(b) (8 points) Draw a DFA that accepts all valid Linux commands according to the above 
rules.  
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Question 2.  (8 points). A not so traditional regular expression question. 
 
We would like to write a regular expression for the following language: all strings 
consisting of a’s, b’s, and c’s, including the empty string, that do not contain the 
substring abc. 
 
After staying up all night to watch the 2019 compilers world championships, your 
instructor came up with the following regular expression to generate this language.  
Unfortunately, it appears not to be correct. 
 
 ( b | c | a[^b] | ab[^c] )* 
 
(a) (4 points) Write two strings that are generated by this regular expression but that are 
not part of the specified language (i.e., strings that contain the substring abc, or are equal 
to that string, which should not be generated by a correct solution). 
 
 
 
 
 
 
 
 
 
 
 
 
(b) (4 points) Write two strings that are not generated by this regular expression but 
should be (i.e., strings that are part of this language but are not generated by the regular 
expression). 
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Question 3.  (32 points) The traditional LR parsing question.  In most programming 
languages the conditional statement is “if condition statement”.  But in English we can 
write “if it’s cold, wear a hat” or “wear a hat if it’s cold”.  This question uses a very 
simplified grammar for conditional statements that includes the second pattern.  The non-
terminal S stands for statement, and all other things in the grammar rules are terminal 
symbols.  The extra S’::=S$ rule to handle end-of-file has already been added for you. 
 

0. S' ::= S $    ($ represents end-of-file) 
1. S ::= if id S 
2. S ::= S if id 
3. S ::= x 

 

(a) (14 points) Draw the LR(0) state machine for this grammar.   
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
(b)  (4 points) Compute nullable and the FIRST and FOLLOW sets for the single 
nonterminal S in the above grammar: 
Symbol nullable FIRST FOLLOW 

S    
(continued on next page)  
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Question 3. (cont.)  Grammar repeated from previous page for reference: 
 

0. S' ::= S $     ($ represents end-of-file) 
1. S ::= if id S 
2. S ::= S if id 
3. S ::= x 

 
(c) (10 points)  Write the LR(0) parse table for this grammar based on the LR(0) state 
machine in your answer to part (a). 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
(d) (2 points)  Is this grammar LR(0)?  Explain why or why not. 
 
 
 
 
 
(e) (2 points) Is this grammar SLR?  Explain why or why not. 
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Question 4. (12 points)  Ambiguity: a question where the “wrong” answer is the right 
one this time! 
 
When we started looking at ambiguity, we looked at a simple expression grammar like 
this one (using only addition and multiplication operators and identifiers for simplicity). 
 
 exp ::= exp + exp | exp * exp | id 
 
We observed that this grammar was ambiguous both because it did not enforce left 
associativity (grouping of subexpressions from left to right) and it didn’t handle operator 
precedence properly (multiplication should have higher precedence than addition). 
 
Write a grammar for arithmetic expressions using +, *, and id that correctly enforces 
precedence between operators (* has higher precedence than +), but that still has 
ambiguous associativity.  The resulting grammar should generate the same language (set 
of strings) as the original grammar above but be ambiguous because of the associativity 
only, not the operator precedence. 
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Question 5. (16 points, 4 each)  LL grammars.  For each of the following grammars, 
indicate whether the grammar satisfies the LL(1) condition (meaning it is suitable for a 
top-down predictive parser).  If the grammar does not satisfy the LL(1) condition give a 
brief, technical description of why not.  Your reason must mention a specific terminal 
symbol or symbols in the grammar that causes the problem in terms of any relevant 
FIRST or FOLLOW sets.  (You do not need to compute complete FIRST / FOLLOW / 
nullable information for any non-terminal in the grammar, but you should include 
whatever information about these you find useful in your explanations.) 
 
Whitespace in the grammar rules is only for clarity and is not part of the grammar. 
 
(a)  S ::= W f | b | W  
  W ::= ε | S b 
 
 
 
 
 
 
 
(b)  S ::= a X b 
  X ::= c X | a X | ε 
 
 
 
 
 
 
 
(c)  S ::= a Y | Y a 
  Y ::= b | c | a 
 
 
 
 
 
 
 
(d)  S ::= Z b | c 
  Z ::= d | S a 
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Question 6. (16 points) Semantics.  In Ruby, the “conditional statement with if at the 
end” is written as “statement if condition”, but its meaning is exactly the same as if it 
had been written “if condition then statement”.  Here is a Ruby conditional statement 
that stores true in x if the condition y+5>z is true: 
 

   x = true if y+5 > z; 
 
(a) (7 points) Draw an abstract syntax tree (AST) for this statement in the blank space at 
the bottom of the page.  You should use appropriate names for AST nodes and have an 
appropriate level of abstraction and structural detail similar to the AST nodes in the 
MiniJava AST classes, but don’t worry about matching the exact names of classes or 
node types found in the MiniJava code. 
 
(b) (9 points) Annotate your AST by writing next to the appropriate nodes the checks or 
tests that should be done in the static semantics/type-checking phase of the compiler to 
ensure that this statement does not contain any errors.  You do not need to specify an 
attribute grammar – just show the necessary tests.  If a particular test applies to multiple 
nodes you can write it once and indicate which nodes it applies to, as long as your 
meaning is clear and readable.  You may assume that int is the only numeric type in the 
language. 
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Extra space for answers, if needed.  Please be sure to label which question(s) are 
answered here, and be sure to put a note on the question page so the grader will know to 
look here. 
 
 


