## Section 05: Trees

## AVL Tree Problems

## 1. Valid BSTs and AVL Trees

For each of the following trees, state whether the tree is (i) a valid BST and (ii) a valid AVL tree. Justify your answer.
(a)

(b)

(c)


## 2. Constructing AVL trees

Draw an AVL Tree as each of the following keys are added in the order given. Show intermediate steps.
(a)

$$
\text { \{"penguin", "stork", "cat", "fowl", "moth", "badger", "otter", "shrew", "lion", "raven", "bat"\} }
$$

(b)

$$
\{6,43,7,42,59,63,11,21,56,54,27,20,36\}
$$

(c)
\{"indigo", "fuscia", "pink", "goldenrod", "violet", "khaki", "red", "orange", "maroon", "crimson", "green", "mauve"\}

## 3. AVL tree rotations

Consider this AVL tree:


Give an example of a value you could insert to cause:
(a) A single rotation
(b) A double rotation
(c) No rotation

## 4. Inserting keys and computing statistics

In this problem, we will see how to compute certain statistics of the data, namely, the minimum and the median of a collection of integers stored in an AVL tree. Before we get to that let us recall insertion of keys in an AVL tree. Consider the following AVL tree:

(a) We now add the keys $\{21,14,20,19\}$ (in that order). Show where these keys are added to the AVL tree. Show your intermediate steps.
(b) Recall that if we use an unsorted array to store $n$ integers, it will take us $O(n)$ runtime in order to compute the minimum element in the array. This can be done by running a loop that scans the array from the first index to the last index, which keeps track of the minimum element that it has seen so far. Now we will see how to compute the minimum element of a set of integers stored in an AVL tree which runs *much* faster than the procedure described above.
i. Given an AVL tree storing numbers, like the one above, describe a procedure that will return the minimum element stored in the tree.
ii. Supposing an AVL tree has $n$ elements, what is the runtime of the above procedure in terms of $n$ ? How does this runtime compare with the $O(n)$ runtime of the linear scan of the array?
(c) In the next few problems, we will see how to compute the median element of the set of elements stored in the AVL tree. The median of a set of $n$ numbers is the element that appears in the $\lceil n / 2\rceil$-th position, when this set is written in sorted order. When $n$ is even, $\lceil n / 2\rceil=n / 2$ and when $n$ is odd, $\lceil n / 2\rceil=(n+1) / 2$. For example, if the set is $\{3,2,1,4,6\}$ then the set in sorted order is $\{1,2,3,4,6\}$, and the median is 3 .

If we were to simply store $n$ integers in an array, one way to compute the median element would be to first sort the array and then look up the element at the $\lceil n / 2\rceil$-th position in the sorted array. This procedure has a runtime of $O(n \log n)$, even when we use a clever sorting algorithm like Mergesort. We will now see how to compute the median, when the data is stored in a rather modified AVL tree *much* faster.

For the time being, assume that we have a modified version of the AVL tree that lets us maintain, not just the key but also the number of elements that occur below the node at which the key is stored plus one (for that node). The use of this will become apparent very soon. As an example, the modified version of the AVL tree above, would like so (the number after the semi-colon in each node accounts for the number of nodes below that node plus one).

i. We now again add the keys $\{21,14,20,19\}$ (in that order) to the modified AVL tree. How does the modified AVL tree look after the insertions are done?
ii. Given a modified AVL tree, like the one above, describe a procedure that will return the median element stored in the tree. Note that in the modified tree, you can access the number of elements lying below a node in addition to the number stored in that node. Can you use this extra information to find the median more quickly?
iii. Supposing a modified AVL tree has $n$ elements, what is the runtime of the above procedure in terms of $n$ ? How does this runtime compare with the $O(n \log n)$ runtime described earlier?
iv. Bonus: After every insertion, the number of nodes that lie below a given node need not remain the same. For example, after four insertions, the number of nodes below the root increased and the number of nodes below the node where the key " 29 " was stored, decreased. Describe a procedure that takes as input a modified AVL tree $T$ with $n$ nodes, an integer key $k$ and, returns the modified AVL $T^{\prime}$, that has the key $k$ inserted in $T$. What is the runtime of this procedure?

## 5. Big-O

Write down a tight big- $\mathcal{O}$ for each of the following. Unless otherwise noted, give a bound in the worst case.
(a) Insert and find in a BST.
(b) Insert and find in an AVL tree.
(c) Finding the minimum value in an AVL tree containing $n$ elements.
(d) Finding the $k$-th largest item in an AVL tree containing $n$ elements.
(e) Listing elements of an AVL tree in sorted order

## 6. Analyzing dictionaries

(a) What are the constraints on the data types you can store in an AVL tree?
(b) When is using an AVL tree preferred over a hash table?
(c) When is using a BST preferred over an AVL tree?
(d) Consider an AVL tree with $n$ nodes and a height of $h$. Now, consider a single call to get (...). What's the maximum possible number of nodes get(...) ends up visiting? The minimum possible?
(e) Challenge Problem: Consider an AVL tree with $n$ nodes and a height of $h$. Now, consider a single call to insert (...). What's the maximum possible of nodes insert(...) ends up visiting? The minimum possible? Don't count the new node you create or the nodes visited during rotation(s).

## Trie Problems

## 1. Trie to Delete 0's and 1's?

(a) Insert all possible binary strings of lengths $0-3$ (i.e. "", "1", "0", "10", ..., "110", "111") into a Trie.
(b) From here, remove all binary strings of length 2 (e.g. "00"). How many nodes would disappear? Why?
(c) From here, remove all binary strings of length 3 (e.g. "000"). How many nodes would disappear? Why?

## 2. Call Me Maybe

Suppose you want to transfer someone's phone book to a data structure so that you can call all the phone numbers with a particular area code efficiently.
(a) What data structure would you use? How would you implement it? There are a few answers here.
(b) What is the time complexity of your solution?
(c) What is the space complexity?

## 3. Let's Trie to be Old School

Text on nine keys (T9)'s objective is to make it easier to type text messages with 9 keys. It allows words to be entered by a single keypress for each letter in which several letters are associated with each key. It combines the groups of letters on each phone key with a fast-access dictionary of words. It looks up in the dictionary all words corresponding to the sequence of keypresses and orders them by frequency of use. So for example, the input ' 2665 ' could be the words \{book, cook, cool\}. Describe how you would implement a T9 dictionary for a mobile phone.


T9 Example

