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Part 1. Processes and System Control Flow

(A) A Process provides two key abstractions. What are they?

(B) Name the type of synchronous exception for each of the following definitions:

   a. An unintentional, but possibly recoverable exception caused by the execution of an instruction.

   b. An unintentional and unrecoverable exception, caused for example by a machine check, that stops the execution of the current program.

   c. An intentional transfer of control to the Operating System (Kernel) to perform some function as requested by the user program.

(C) Provide one possible ordering of the print outputs from the following code (list one output per line in the box provided):

```c
void foo() {
    printf("foo\n");
    if (fork() == 0) {
        printf("first\n");
    }
    if (fork() == 0) {
        printf("second\n");
    }
    printf("bye\n");
}
```
Part 2. Virtual Memory

For this part, assume the computer system has the following characteristics:

- 16-bit virtual addresses
- 14-bit physical addresses
- Page size of 512 bytes
- TLB holds 8 entries and is 2-way associative
- Little-endian memory system

Assume the system has the following initial state:

TLB

<table>
<thead>
<tr>
<th>Set</th>
<th>Tag</th>
<th>Valid</th>
<th>PPN</th>
<th>Tag</th>
<th>Valid</th>
<th>PPN</th>
</tr>
</thead>
<tbody>
<tr>
<td>0</td>
<td>0x1E</td>
<td>1</td>
<td>0x02</td>
<td>0x1F</td>
<td>1</td>
<td>0x01</td>
</tr>
<tr>
<td>1</td>
<td>0x03</td>
<td>0</td>
<td>0x0F</td>
<td>0x04</td>
<td>1</td>
<td>0x03</td>
</tr>
<tr>
<td>2</td>
<td>0x1C</td>
<td>0</td>
<td>0x11</td>
<td>0x02</td>
<td>1</td>
<td>0x04</td>
</tr>
<tr>
<td>3</td>
<td>0x07</td>
<td>1</td>
<td>0x18</td>
<td>0x03</td>
<td>0</td>
<td>0x04</td>
</tr>
</tbody>
</table>

Page Table (first 16 entries only)

<table>
<thead>
<tr>
<th>PTE</th>
<th>Valid</th>
<th>PPN</th>
<th>PTE</th>
<th>Valid</th>
<th>PPN</th>
</tr>
</thead>
<tbody>
<tr>
<td>0</td>
<td>0</td>
<td>-</td>
<td>8</td>
<td>1</td>
<td>0x0A</td>
</tr>
<tr>
<td>1</td>
<td>1</td>
<td>0x00</td>
<td>9</td>
<td>0</td>
<td>0x0B</td>
</tr>
<tr>
<td>2</td>
<td>1</td>
<td>0x10</td>
<td>10</td>
<td>1</td>
<td>0x04</td>
</tr>
<tr>
<td>3</td>
<td>1</td>
<td>0x0F</td>
<td>11</td>
<td>1</td>
<td>0x1D</td>
</tr>
<tr>
<td>4</td>
<td>0</td>
<td>-</td>
<td>12</td>
<td>0</td>
<td>0x11</td>
</tr>
<tr>
<td>5</td>
<td>0</td>
<td>-</td>
<td>13</td>
<td>0</td>
<td>-</td>
</tr>
<tr>
<td>6</td>
<td>1</td>
<td>0x17</td>
<td>14</td>
<td>0</td>
<td>-</td>
</tr>
<tr>
<td>7</td>
<td>0</td>
<td>-</td>
<td>15</td>
<td>1</td>
<td>0x0E</td>
</tr>
</tbody>
</table>

(A) Compute the number of bits required for each entry in the table below.

<table>
<thead>
<tr>
<th>VPN</th>
<th>VPO</th>
<th>TLB Tag</th>
<th>TLB Index</th>
<th>PPN</th>
<th>PPO</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

(B) How many virtual pages and physical pages does this system have?

<table>
<thead>
<tr>
<th>Virtual Pages</th>
<th>Physical Pages</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td></td>
</tr>
</tbody>
</table>

(C) How many entries are in a single process’s page table in this system?

---
(D) For each of the following virtual addresses, provide the VPN, VPO, TLBT, and TLBI (in hex). Then, determine if a TLB Hit occurs and if a Page Fault occurs (mark “Y” or “N” for each). If possible, provide the PPN and compute the physical address (in hex). If the PPN cannot be determined, leave the PPN and PA entries blank.

<table>
<thead>
<tr>
<th>VA</th>
<th>VPN</th>
<th>VPO</th>
<th>TLB Tag</th>
<th>TLB Index</th>
<th>TLB Hit (Y/N)</th>
<th>Page Fault (Y/N)</th>
<th>PPN</th>
<th>PA</th>
</tr>
</thead>
<tbody>
<tr>
<td>0x2201</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>0xF00D</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

(E) True or False: On a context-switch the current process’ page table must be invalidated? Circle your answer.

True / False

(F) True or False. On a context-switch the TLB must be invalidated? Circle your answer.

True / False
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Part 3. Memory Allocation – True/False – Circle your answer

(A) In the context of memory allocators, and compared to an implicit free list, an allocator using an explicit free list is much faster at allocating blocks when most of the memory is free (unused).

   True / False

(B) When programming in C, there is no need to explicitly deallocate memory that was dynamically allocated.

   True / False

(C) When dynamically allocating memory in C, the malloc() function call will always succeed and return a block of memory to the caller.

   True / False

(D) The malloc() routine (memory allocator) in C can freely relocate previously allocated blocks.

   True / False