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Clone the section code!

git clone 
https://gitlab.cs.washington.edu
/cse331-25sp/materials/sec03.git
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Administrivia

• HW 3 released later today, due wednesday (4/23) at 
11pm
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Client-Side vs Server-Side – Review
• Client-Side JavaScript

– Code so far has run inside the browser
• webpack-dev-server handles HTTP requests
• Sends back our code to the browser

– In the browser, executes code of index.tsx

• Server-Side JavaScript
– Can run code in the server as well

• Returns different data for each request (HTML, JSON, 
etc.)

– Can have code in both browser and server



Client-Side vs Server-Side – Review

Code only on 
browser

Server-Side

VS

Client-Side

Code on browser 
and server



Custom Server
• In a custom server, we can define useful routes 
• Interacting with app will result in a series of requests and 

responses



Aliases 

(a) Class that maintains an array in a specific order

class MyClass {
// RI: vals is sorted
vals: Array<string>;
…
values: (): Array<string> => {

return this.vals;    // unsafe!
return this.vals.slice(0); // make a copy

};
…

- Do not hand out access to your own array



Aliases 

(b) Make a copy of anything you want to keep

class MyClass {
// RI: vals is sorted
vals: Array<string>;
…
// @requires A is sorted
constructor(A: Array<string>) {

this.vals = A;   // unsafe!
this.vals = A.slice(0); // make a copy

};
…

- Do not make your own fields be something 
someone else has access to.



Aliases

● Objects in “Heap State” means that its still being used after the call 
stack finishes.

● Extra references to these objects are called “aliases”

● When having aliases to mutable heap state:
○ We can gain efficiency in some cases.
○ We must keep track of all aliases that can mutate that state.

● For 331, mutable aliasing across files is a BUG!
○ Allows other portions of your code to break you code
○ “Copy in, copy out” to avoid aliases



Steps to Writing Full Stack App (Review)

● Data stored only in the client is ephemeral
– closing the window means you lose it forever

● Write apps in this order:
1.Write the client UI with local data 

– no client/server interaction at the start
2.Write the server

– official store of the data
3.Connect the client to the server

– use fetch to update data on the server before doing 
same to client



Fetch Request methods

1. Method that makes the fetch
2.   Handler for fetch Response 
3.   Handler for fetched JSON 
4.   Handler for errors  



Making an HTTP Request (Review)
● Send & receive data from the server with “fetch”

const url = “/api/list?” +

  “category=” + encodeURIComponent(category);

fetch(url)

  .then(this.doListResp)

  .catch(() => this.doListError(“failed to 
connect”))

● Fetch returns a “promise” object, has .then & .catch 
methods

– then handler is called if the request can be made
– catch handler is called if could not connect to the 
server at all or if “then” handler throws exception



Handling HTTP Response (Review)

● With our conventions, status code indicates data type:
– with 200 status code, use res.json() to get record

if (res.status === 200) {
      res.json().then(this.doListJson)

.catch(() => this.doListError("200    
response is not JSON"));}

– with 400 status code, use res.text() to get error 
message

● These methods return a promise of response data
– use .then(..) to add a handler called with the data
– handler .catch(..) called if it fails to parse



React Lifecycle Methods (Review)

● React includes events about its “life cycle”
– componentDidMount: UI is now on the screen
– componentDidUpdate: UI was just changed to match   
render  (also called when props changes)
– componentWillUnmount: UI is about to go away

● Use “mount” to get initial data from the server
– constructor shouldn’t do that sort of thing

componentDidMount = (): void => {

  fetch(“/api/list”)

.then(this.doListResp)

.catch(() => this.doListError(“connect failed”);

};



Let’s take a look at the starter code! 
Take a look at the following methods in BookReviewApp.tsx:
doRefreshTimeout = (): void => {. . .};
doListResp = (res: Response): void => {. . .};
doListJson = (val: unknown): void => {. . .};
doListError = (msg: string): void => {. . . };

What is the api endpoint of doRefreshTimeout? 
___________

What method will be called if the response return a status 500 code?
a) doListJson
b) doListError with the message "bad status code 500"
c) doListError with the message "500 response is not valid JSON"
d) The .catch() block from fetch, because 500 is a server error

What is the purpose of the `this.setState({ books: books, message: "" });`?
a) To reset the component state before making a new fetch request
b) To update the UI with the new list of books from `val`
c) To display an error message after an unsuccessful fetch
d) To convert the books object into a JSON string for debugging
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Start the app for Task 1. 
What status code do we get initially?



In Task 1, you will get a 404 status code in the console. 
Which methods and file(s) should you look at?

a) client/BookReviewApp.tsx
b) client/index.tsx
c) server/index.ts
d) server/routes.ts
e) doAddClick
f) doAddResp

g) doAddJSon
h) doAddError
i) Every single method across all files 
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Debugging Log

• https://comfy.cs.washington.edu/service/hw3-pra
ctice

• Be sure to keep track of each function you work 
on as you debug (ex. client/server, file name, 
function name)

• Example:

https://comfy.cs.washington.edu/service/hw3-practice
https://comfy.cs.washington.edu/service/hw3-practice


HW 3 Prep: Dijkstra’s Algorithm

● Main idea: Start at the source node and find the shortest 
path to all reachable nodes.
○ At every step, take the shortest next step available
○ Each node we are looking at in each step should have 

the shortest path from the start to itself
● Input: graph with no negative edge weights, start node 𝑠

Node Finished Cost Prev

A False 0        -

B False ∞

C False ∞



HW 3 Prep: Dijkstra’s Algorithm

Node Finished Cost Prev

A True 0        -

B True 2 A

C True 10  3 A  B

Node Finished Cost Prev

A True 0        -

B False ∞  2 A

C False ∞  10 A





Lets Run Another Example

Node Finished Cost Prev

A False INF

B False INF

C False INF

D False INF

E False INF

F False INF

G False INF
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Lets Run Another Example

Node Finished Cost Prev

A True 0

B False 3 A

C False 4 A

D False INF

E False INF

F False INF

G False INF



Lets Run Another Example

Node Finished Cost Prev

A True 0

B False 3 A

C False 4 A

D False 3 + 4 = 7 B

E False INF

F False INF

G False INF



Lets Run Another Example

Node Finished Cost Prev

A True 0

B True 3 A

C False 4 A

D False 7 B

E False 3 + 4 = 7 B

F False INF

G False INF



Lets Run Another Example

Node Finished Cost Prev

A True 0

B True 3 A

C True 4 A

D False 7 B

E False 7 B

F False 4 + 4 = 8 C

G False INF



Lets Run Another Example

Node Finished Cost Prev

A True 0

B True 3 A

C True 4 A

D True 7 B

E False 7 B

F False 8 C

G False INF



Lets Run Another Example

Node Finished Cost Prev

A True 0

B True 3 A

C True 4 A

D True 7 B

E True 7 B

F False 8 C

G False 7 + 8 = 15 E



Lets Run Another Example

Node Finished Cost Prev

A True 0

B True 3 A

C True 4 A

D True 7 B

E True 7 B

F True 8 C

G False 15, 8 + 3 = 11 E, F



Lets Run Another Example

Node Finished Cost Prev

A True 0

B True 3 A

C True 4 A

D True 7 B

E True 7 B

F True 8 C

G True 11 F



Lets Run Another Example

Node Finished Cost Prev

A True 0

B True 3 A

C True 4 A

D True 7 B

E True 7 B

F True 8 C

G True 11 F



Fill in the blanks!

fetch(__________, {

     method: ______,

     body: ________,

     headers: { "Content-Type": "application/json" },

   })

     .then(__________)

     .catch(() => _______________);

 };

this.doAddResp "/api/add" JSON.stringify({ name })  
this.doAddError("failed to connect to server") "POST"

For Task 2, Take a look at the methods `doAddClick` 
method in BookReviewApp.tsx and fill out the blanks
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 };
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this.doAddError("failed to connect to server") "POST"
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fetch("/api/add"_, {
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     body: ________,

     headers: { "Content-Type": "application/json" },

   })
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 };
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Fill in the blanks!

fetch("/api/add"_, {

     method: _"POST"_,

     body: _JSON.stringify({ name })_,

     headers: { "Content-Type": "application/json" },

   })

     .then(__________)

     .catch(() => _______________);

 };

this.doAddResp "/api/add" JSON.stringify({ name })  
this.doAddError("failed to connect to server") "POST"



Fill in the blanks!

fetch("/api/add"_, {

     method: _"POST"_,

     body: _JSON.stringify({ name })_,

     headers: { "Content-Type": "application/json" },

   })

     .then(_this.doAddResp_)

     .catch(() => _______________);

 };

this.doAddResp "/api/add" JSON.stringify({ name })  
this.doAddError("failed to connect to server") "POST"



Fill in the blanks!

fetch("/api/add"_, {

     method: _"POST"_,

     body: _JSON.stringify({ name })_,

     headers: { "Content-Type": "application/json" },

   })

     .then(_this.doAddResp_)

     .catch(() => _this.doAddError("failed to connect 

to server")_);

 };

this.doAddResp "/api/add" JSON.stringify({ name })  
this.doAddError("failed to connect to server") "POST"



Type Checking of Request/Response

● All our 200 responses are records, so start here
–the isRecord function is provided for you

if (!isRecord(data)) {

  console.error(“not a record”, data);

  return; } // fail fast and friendly!

● Fields of the record can have any types
if (typeof data.name !== ’string’) {

console.error(“name is missing or invalid”,   
data);

return;}

- For Arrays, call Array.isArray and then loop through 
the elements to check typeof



The value of the variable “name” in doAddClick 
is used in which function? 

a) One of the app.post functions in index.ts
b) addBook(req, res) in routes.ts
c) doAddResp in BookReviewApp.tsx
d) doAddJson in BookReviewApp.tsx
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Question 2

Now the loading message disappears, and we see an empty list of 
books, but when we try to add our first book to the list, it doesn’t 
work.
a) What should the application be doing here, if it were working 

properly, to add the new book to the list?
b) What is the bug? (hint: take a look at what is returned from the 

network request)



Client-Server Communication Debugging Steps

1. Do you see the request in the Network tab?
– the client didn’t make the request

2. Does the request show a 404 status code?
– the URL is wrong (doesn’t match any app.get / app.post) 

or
the query parameters were not encoded properly

3. Does the request show a 400 status code?
– your server rejected the request as invalid
– look at the body of the response for the error message or

add console.log’s in the server to see what happened
– the request itself is shown in the Network tab



Client-Server Communication Debugging Steps

4. Does the request show a 500 status code?
– the server crashed!
– look in the terminal where you started the server for a 

stack trace

5. Does the request say “pending” forever?
– your server forgot to call res.send to deliver a response

6. Look for an error message in browser Console
– if 1-5 don’t apply, then the client got back a response
– client should print an error message if it doesn’t like the 

response
– client crashing will show a stack trace



If you get a 404 status code in the console, which of 
the following parts of your code should you inspect? 

a) App methods in index file in the server 
code

b) Server function being called in routes
c) Method that makes the fetch request in the 

client code
d) Method that handles response data in the 

client code
e) Every single line of code across all files - 

might work but takes unnecessary energy 
:(



Quiz Section Feedback

Our goal in section is to help you solidify your understanding and get 
additional practice the topics covered in lecture, so that you feel 
confident and prepared to start the homework.

Since it is week 3, we would love to hear your feedback on how 
things are going. Your input will help us improve everyone’s 
experience section and in 331 in general!



Feedback Questions

1) What has been most helpful to you in section so far?
(Walking through coding together, individual or group work time on 
worksheet problems, review and slides, etc)

2) What has been the least helpful part of section for you?
(This is important as we have very limited time to work together in 
section)

3) Which of the following would you like to spend more time on in 
section?
● Walking through worksheet problems together
● Individual or group work time on worksheet problems
● Slides and concept review

4) Any additional comments or suggestions?
(We would love any other ideas or feedback on how section can 
better support your learning and help you prepare for the homework.)



sec-debug coding exercise
debugging practice !!


