

Steps in solving a computational task

- Design an algorithm: A precise, unambiguous procedure for solving a computational task. (We will express our algorithms in pseudocode.)
- Turn pseudocode into computer program.

- Can pick up a cup
- Can compare the price on the cup in hand with the price of a cup on the table.
- Can swap the cup in hand with a cup on the table.
- Should stop when the cup in hand is guaranteed to be the minimum priced one.
- give all the instructions at the beginning.
- should work no matter how many cups there are.


## Solution

- Pick up first bottle, check price
- Walk down aisle. For each bottle, do this:
$\square$ If price on bottle is less than price in hand, exchange for one in hand.


Processing language illustrates essential features of all computer languages
 subjects/objects, pronouns, etc.

- Computer languages also share fundamental features, e.g. conditional and loop statements, variables, ability to perform arithmetic, etc.



## Examples

| $i=5$ | Sets $i$ to value 5 |
| :--- | :--- |
| $j=i$ | Sets $j$ to whatever value is in $i$. <br> Leaves $i$ unchanged |
| $i=j+1$ | Sets $i$ to $j+1$. <br> Leaves $j$ unchanged |
| $i=i+1$ | Sets $i$ to 1 more than it was. |



## Pseudocode

- Variables and arrays
- Assignment
- Simple instructions: involve $+,-, x, \div, \ldots$
- Tests for $==$, < , > ,...
- Compound instructions
$\square$ Conditionals
$\square$ Loops


## Now we can express our solution in pseudocode

- Pick up first bottle, check price
- Walk down aisle. For each bottle, do this:
$\square$ If price on bottle is less than price in hand, exchange for one in hand.

Procedure findmin (in pseudocode)

- Input: $n$ values, stored in array $A$
- Variables are $i$, best
- best $\leftarrow 1$
- for ( $i=2$ to $n$ )
\{

$$
\text { if }(A[i]<A[b e s t]) \text { then }
$$ $\{$ best $=i\}$

\}
Output A[best].




## Swapping

- Suppose $x$ and $y$ are variables. How do you swap their values?
- Need extra variable!
$\operatorname{tmp} \leftarrow x$
$x \leftarrow y$
$y \leftarrow t m p$




## Algorithm defn; revisited

"Pseudocode for turning a set of inputs into outputs in a finite amount of time"

Questions to think about:
$\square$ What class of computational tasks can be solved by algorithms?
How dependent is this class on the exact definition of pseudocode?

